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With the aerospace industry taking its first steps towards exploiting the rapidly evolving
technology of Large Language Models (LLMs), this study explores the potential of the latest
generation of LLMs to become an effective link in the aircraft design tool chain of the future.
Our focus is on the task of Question Answering (QA) in engineering, which has the potential
to augment future aircraft design team meetings with an intelligent LLM-based agent able to
engage with the team via a chatbot interface. We compare three of the most effective and popular
classes of LLM QA prompting today – LLM zero-shot prompting, LLM in-context prompting
and LLM-based Retrieval-Augmented Generation (RAG). We describe a new, low volume, high
quality benchmark aircraft design QA dataset (AeroEngQA) and use it to qualitatively evaluate
each class of LLM and exploring properties including answer accuracy and answer simplicity
of the answer. We provide domain-specific insights into the usefulness of today’s LLMs for
engineering design tasks such as aircraft design, and a view on how this might evolve in the
future as the next generation of LLMs emerges.

I. Introduction
Recent dramatic improvement in the capabilities of Large Language Models (LLM) are fundamentally redrawing

many areas of human endeavour and engineering is no exception, with software development reaping perhaps the
largest rewards to date. Is aircraft engineering likely to benefit in similarly significant ways in the near future? This
paper empirically evaluates three classes of LLM-based Question Answer (QA) model, using zero-shot prompting,
in-context prompting and Retrieval-Augmented Generation (RAG) approaches, exploring the potential for LLMs to
become powerful tools in accelerating or otherwise enhancing tasks such as air vehicle development. We chose these
three LLM classes as they do not require expensive domain-specific fine-tuning and thus represent what can be achieved
today with off-the-shelf LLM models, something many aerospace engineers have access to today via services such as
ChatGPT.

A key step in the operation of LLMs is prompting, the addition of some carefully constructed text as a prefix to a
task specific input, such as a question, prior to submission to an LLM like ChatGPT. An example of a QA-focused
LLM prompt might be “Answer the following question using the answer context provided.” For QA tasks, zero-shot
prompting provides the LLM with a question and answer context, then asks the LLM to generate an answer from that
answer context. An answer context is one or more paragraphs of text from a document source, such as a set of aerospace
technical documents, that contains the answer to the question. In-context prompting is the same as zero-shot prompting
but with some positive and negative examples included in the prompt. RAG uses a question prompt and an Information
Retrieval (IR) search model to discover and rank relevant answer contexts, and then asks the LLM to generate an answer
using only that answer context. It should be noted that in-context prompting [1] is a type of few-shot learning [2], where
support set examples are provided with the input to help the model generate the correct answer; sometimes these terms
are used inter-changeably when discussing LLMs.

The aerospace industry has, historically, taken a cautious approach to the adoption of machine learning (ML)
technology in general – even Bayesian surrogate models (e.g., Kriging) learnt from the outputs of expensive black box
simulations [3] took decades before becoming a near-universally accepted part of the aerospace engineer’s everyday
tool set. LLMs are likely to face more barriers still, for a variety of reasons. First, explainability and traceability have
long been fundamental requirements in an industry controlled through strict product certification processes, and these

∗Senior Research Fellow, Faculty of Engineering and Physical Sciences
†Senior Research Fellow, Faculty of Engineering and Physical Sciences
‡Research Fellow, Faculty of Engineering and Physical Sciences
§Associate Professor, School of Electronics and Computer Science, Senior Member ACM, Member ACL
¶Professor, Faculty of Engineering and Physical Sciences, Senior Member AIAA

1



are well-known weaknesses [4] of the current crop of off-the-shelf LLMs. Second, any design tool must guarantee
the protection of intellectual property (see Ref. [5] on the UK National Cyber Security Centre’s view on the subject),
the strictness of this requirement stemming partly from the long lead times typical of the industry, meaning long
vulnerability periods in terms of potential loss of competitive advantage; models relying on a real time two-way link
with the world wide web are likely to fall foul of this requirement. Third, ML tools are most likely to shine when
extensive legacy data is available; as we head towards a first generation of large transports that will not be powered by
fossil fuel burning turbofans, the value of such legacy data can be expected to wane. And fourth, the cost of incorrect
information feeding into the design process can be enormous, especially in terms of project delays, and thus there is a
need for constant vigilance against potential AI hallucinations [6, 7] (well documented even in the everyday use of
LLMs) that might cancel out any benefits.

This paper adopts an engineering design viewpoint and, with the constraints listed above in mind, formulates
two fundamental questions. First: what class of LLM has the greatest potential to enhance aerospace engineering
development processes? Second, what role might an LLM best fit into this process in a real-world socio-technical
deployment alongside human engineers?

We focus on LLMs in a socio-technical role as a digital assistant, working alongside humans and always at the
fingertips of the engineering workforce of a company or specific project team regardless of their place in the product
development timeline. To allow authentic evaluation, we create AeroEngQA [8] , a novel benchmark aircraft design QA
dataset with 80 aircraft engineering QA pairs derived from contexts drawn from publicly available NASA and National
Transportation Safety Board (NTSB) technical reports and engineering patent files. Following best practice in designing
QA datasets for LLM evaluation [9, 10], AeroEngQA has an even balance between answerable and unanswerable
questions, simple and complex reasoning, and short and long answer context lengths. A team of aerospace experts
was used to both design the questions and select the correct answers. Using AeroEngQA we qualitatively evaluate
our three classes of LLM, reporting results around answer accuracy and answer simplicity. The LLM models tested
are GPT 3.5-turbo, GPT-4, and LLaMa3. We release AeroEngQA as an open source data set, to provide an important
contribution enabling more authentic QA evaluation in the future by LLM and aircraft design researchers. This paper
provides a contribution around the following research questions:

1) How accurate are RAG and in-context prompted LLMs when answering questions in an engineering domain?
Are the answers simple enough to be understood quickly by engineering teams?

2) In the socio-technical context of engineering teams, what roles are LLMs ready for today? Given the pace of
improvement of LLM technology, how is this likely to change in the future?

Following a review of QA datasets, QA models, and their applications in the aerospace domain, in Section III we
describe the principles behind the construction of AeroEngQA; here we also go into more depth on the prompting
techniques we are using in the paper. Section IV contains the results of our comparisons of the various models and
prompting methods on AeroEngQA, followed by an analysis of the results in Section V.

II. Related Work

A. Question Answer Datasets
There has been significant research within the Natural Language Processing (NLP) community, where LLMs

originated from, into LLMs for QA. To quantitatively evaluate and compare QA performance a number of benchmark
QA datasets have been proposed by the community that span a variety of domains. The most widely used is perhaps the
SQUAD2 [11] dataset which contains 100,000 questions posed by crowd workers based on Wikipedia articles, with half
of these questions deliberately unanswerable. QA pairs consist of a question, a Wikipedia article which contains enough
information to answer the question and a gold standard answer (which is used to score answer predictions). To evaluate
questions that requires more complex reasoning to answer, multi-hop reasoning datasets such as HotpotQA [12] have
been proposed, with 113,000 questions based on Wikpedia articles but requiring some multi-hop reasoning steps to
answer, such as the using bridging entities to connect information between two articles. QA datasets for technical
domains tend to be much smaller in size and more costly to annotate due to the expertise required to answer authentic
questions. One of the largest examples is TechQA [13], where 900 questions were sourced from IBM technical support
conversations of which 300 were unanswerable. Recent work [14] has also explored how in-context prompting of LLMs
can synthesise millions of new QA pairs, with answers that require both single and multi-hop reasoning. These synthetic
datasets can augmented human-authored QA training data when training QA models, but for evaluation purposes testsets
containing human authored QA pairs are still preferred on the basis of answer quality.
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Evaluation metrics for QA tasks follow either a quantitative, qualitative or mixed approach. For quantitative QA
evaluation [11] gold answer text is compared to predicted answer text and metrics such as Exact Match and F1 score
computed across the QA dataset. Exact Match score is the fraction of correct answers reported, with a correct answer
where all the characters of a predicted answer exactly match the ground truth answer. F1 score is a hybrid of precision
and recall metrics, computed using a character-level true positive count which scores all predicted answer characters
that overlap with the ground truth answer characters. The F1 score thus allows room for a model to get an answer
almost right, or completely right but with some additional characters added such as an explanation, grammar or simply
whitespace characters. For qualitative evaluation random samples of answers are typically scored by experts using
a pre-agreed coding schema which is often task specific. Ideally there should be a team of experts so variations in
human judgement can be discussed and a consensus score found. Qualitative evaluation is the gold standard, but due to
the human effort involved it is often limited in scale to a fraction of the QA dataset. Quantitative evaluation is a less
authentic evaluation of answers but can cover the full QA dataset.

The only publicly available QA dataset in the aeronautical engineering domain (as far as the authors are aware) is
AeroQA [15], which was created using ChatGPT to synthetically generate 27,000 QA pairs, with a mix of answers
requiring both single and multi-hop reasoning, from a dataset of technical reports from the National Transportation
Safety Board (NTSB). We performed a manual expert review of a random sample from the AeroQA dataset and found
the questions were not authentic, to what a typical engineering team might ask in a design meeting, and the answers of a
variable quality – something that should be expected when they are machine generated. Overall AeroQA represents an
aerospace domain QA dataset that is high volume and low quality. The new AeroEngQA dataset we present in this
paper is the opposite of AeroQA; it is low volume and high quality and as such represents an important complementary
resource for high quality authentic evaluation of QA models. Our dataset is high quality because we used a team of four
expert aerospace engineers to pose 80 questions and answers from an authentic public aerospace document corpus,
including reports from NASA, NTSB and engineering patents.

B. LLM-based Question Answer Models
Before the recent advances in LLMs, the most powerful QA models were created by fine-tuning a pre-trained masked

language model such as BERT [16] and ALBERT [17]. The fine-tuning process trains these pre-trained masked language
models to perform answer space identification for QA, as opposed to simply performing masked word prediction. These
fine-tuned QA models are small in comparison to LLMs, with each QA model having well under 1B parameters, in part
because fine-tuning larger models is not GPU memory efficient. Interestingly, recent training methods such as MeZO
[18] are making important strides in reducing the memory requirements for fine-tuning, so this limitation might change
in the future.

As generative LLMs have grown in size (first GPT-2 with 1.5B parameters, GPT-3 with 175B parameters, and now
GPT-4 rumoured to have over 1.5T parameters) their abilities to perform QA has caught up with what can be achieved
through fine-tuning a smaller masked language model. To perform QA a LLM must be prompted, either zero-shot
prompting where the question is asked directly or in-context prompting where a couple of examples of how questions
should be answered are provided in addition to the zero-shot prompt. The top scoring masked language model at the
time of writing for the Natural Questions QA dataset∗, a standard benchmark for QA models, is PoolFormer [19], which
is based on a pre-trained RoBERTa-large 355M parameter model and achieved a F1 score of 0.79. The best generative
LLMs performance reported by HELM† on the same dataset is Microsoft’s GPT-4‡ with a F1 score of 0.79, and in
second place Meta’s LLaMa3 70B parameter model§ with a F1 score of 0.743. LLMs have now caught up in terms
of QA performance and are likely to surpass them soon, making the work in this paper a very timely and important
evaluation of how capable LLMs are for authentic aerospace domain QA tasks.

Another approach to QA is to use Retrieval-Augmented Generation (RAG), where questions are asked without any
text that contains the answer. This is a harder QA problem formulation, a Retrieve and Read approach [20], where
the RAG model must first search a corpus, either a closed document corpus such as a technical report library or an
open corpus such as the web, to identify documents likely to contain the answer based on the question asked. Then,
the RAG model must generate an answer using the set of relevant documents found. LLM-based RAG models [21]
typically use fine-tuned small LLMs such as T5 [22] or BART [23]. Various hybrid methods have been proposed, such
as reinforcement learning applied to augment RAG [24], and LLMs have been explored as a potential replacement to the

∗https://ai.google.com/research/NaturalQuestions/leaderboard
†https://crfm.stanford.edu/helm/lite/latest/
‡https://openai.com/index/gpt-4-research/
§https://llama.meta.com/llama3/
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retrieval step, with a Generate and Read approach [25]. Given the popularity and effectively of RAG methods, this
paper evaluates an LLM-based RAG model as well as zero and in-context prompted LLMs to give a representative
comparison of performance of these classes of model.

C. LLMs in the Aerospace Domain
The last few years have seen the aerospace industry take its first tentative steps towards employing LLMs also.

Named Entity Recognition (NER), the classification of entities from a text into predefined categories, is one of the
low-hanging fruits, showing some early promise in requirements management [26]. Along similar lines, the authors
recently explored the use of LLMs as a tool for the rapid, semi-automated enhancement of design rationale records
linked to a geometry model [27]. A team from Boeing has recently reported the commencement of work towards a
digital assistant supporting the aircraft certification process [28], their paper highlighting some of the challenges listed
above, as well as issues around the acquisition of training data, which might be residing in ‘antiquated databases without
API access’. Spelling errors and incompleteness are a related challenge, as identified in initial experiments by Connoly
and Anderson [29] (also in the context of requirements analysis). Certification requirements [30] form the starting point
of the work reported by Jin et al. too [31], who employ an LLM in the identification of whether requirements have been
met, as evidenced by the output of a system simulation. Despite these existing works, to the best knowledge of the
authors there are no LLM-based papers focussing on the task of aircraft design QA and no aircraft design QA datasets
that allows authentic evaluation of such LLM models; this paper addresses both gaps.

III. Method

A. AeroEngQA – an Aircraft Engineering Specific, Human-Annotated Question and Answer Benchmarking Set
The goal of this paper is to assess the suitability of LLMs as engineering design tools by simulating a realistic

engineering context. To that end, we propose to assess the responses of state-of-the-art LLMs in a way that best matches
their possible use in the design department of an aircraft engineering company. This means that:

1) We assume that the designer wishes to ask questions answerable on the basis of the company’s proprietary,
confidential document database, which is held onsite. We therefore benchmark the capabilities of the LLMs
being tested through question answering in relation to given contexts (sections of text, based on which the
question should be answered). The contexts are supplied to the LLM via the prompt.

2) The contexts and questions that make up the benchmarking set must be context-specific, in this case they must be
related to aircraft engineering.

3) Both the questions and the correct answers in the benchmarking set must be created by human annotators, who
also assess the LLM-generated responses for correctness.

4) All human annotators must be experienced engineers, with a significant track record in aeronautical engineering.
5) The questions should cover a range of aeronautical engineering topics, with a focus on aircraft design. To

maximise diversity, the source document of each context-question-answer entry is unique.
6) We assume that a designer may wish to ask questions that simply retrieve information (much like a conventional

search engine), or questions that require reasoning of varying complexity.
7) The ability of a tool to make it clear that a question is not answerable based on the text provided is just as

important as answering correctly when possible; erring on the side of attempting some form of answer in all
circumstances is considered pernicious in a design context.

In designing AeroEngQA, our proposed question answering benchmarking set, we adopted two additional principles.
First, we wish to share it with the broader community, which means ensuring that the contexts are extracted from public
domain documents – we used NASA Technical Reports and Contractor Reports, National Transportation Safety Board
incident and accident reports, and patents. Second, we focused on quality over quantity: AeroEngQA consists of a
relatively small number of entries (80 context - question - answer sets in total), but no LLMs or automation of any form
were used to generate these. The annotator team consisted of four of the authors of this paper, representing a spread of
engineering research and industrial experience. Each annotator holds an engineering degree, with three members of the
team also holding doctoral degrees (in engineering).

The AeroEngQA questions that require reasoning fall into two categories: 1) single hop questions (simple reasoning)
and 2) multi-hop (complex reasoning, bridging entity involved). Further, the test data set includes both unanswerable
and answerable questions. Table 1 shows an answerable, multi-hop, multi-doc question, which we class as ‘easy’, as it
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does not require complex reasoning.

Context 1 This flow control approach was conceived from the ‘Top-wing’ (Section III.A.4) and ‘Main wing’
(Section III.A.5 applications. For convenience, the Mach number distributions at a spanwise cut in
the LE region obtained with these two approaches are presented in Fig. 17. The gapped slat variant is
obtained by introducing a small gap between the slat and main wing. The flow control is provided by
a jet similar to the one shown in the ‘Main wing’ inset. Here, the jet is injected at a 20° angle to the
surface toward the throat section. Essentially, the gap creates an effective converging nozzle, so that
the jet emerges over the upper surface of the wing, similar to the jet ejection in the ‘Top-wing’ case.

Context 2 The converged nozzle helps accelerate the jet to higher velocity, thus providing high momentum
and amplifying flow control effectiveness. In yet another variant, also included in Fig. 17, the gap
is designed to create an effective convergent/divergent nozzle so that the jet can be accelerated to
supersonic flow for even higher momentum. The convergent/divergent gap is used in the following
results. The gapped slat application can be powered by either APU or local compressors.

Source Ref. [32]
Question Where is the gap that is used to accelerate the jet to supersonic flow positioned?
Answer Between the slat and main wing.

Table 1 Example of a multi-hop, answerable question from AeroEngQA, highlighting the reasoning bridging
entity in blue and the correct answer (as extracted from the context) in yellow. The context element referenced by
the question is highlighted in green for easier reading; note that the wording does not need to be the same (unlike
in the case of the answer, which is taken unchanged from the context.

We translated the above requirements and principles into the following set of guidelines, which the team used to
select the contexts and write the questions and answers that make up AeroEngQA:

1) Context selection
• For single-hop questions there should be one context instance. For multi-hop questions there should be

two context instances.
• Context sources: must be high quality primary sources and in the public domain.
• Context instances for a multi-hop question should be from the same source.
• Questions should not share context source (each question uses a different document).
• The contexts must not contain equations, figures, tables. Very simple plain text equations are permitted

(e.g., ’L/D’).
• The contexts must be cleaned up manually to remove pdf to plain text conversion artefacts.

2) Question formulation
• Questions should be asked in your own words, not deliberately copying from the context instance unless

that is how you would ask the question normally.
• Questions proposed should be discussed as a group to enable calibration.
• Questions should be categorized as easy (no reasoning needed) or hard (reasoning needed e.g. bridge

entity, simple maths) or very hard (engineering level reasoning needed e.g. multi-bridge, complex maths,
basic engineering terms like full-span)

• Questions should be both single and multi-hop, with the experiments designed for a balanced mix of types.
• The test set should include a balanced mix of answerable and unanswerable questions, with a target of 20

questions in each set.
• Questions should have semantic connections with the context, even if unanswerable.

3) Answer formulation
• Answers should be extractive (or derived from extractive text, e.g., via simple calculations). This means

only cut and paste from context instance(s) is allowed, and answers might not be grammatically correct as
a human would answer.

• Answers should be as short as possible, whilst still answering the question. They should not be complete
sentences.

The AeroEngQA dataset is available at https://doi.org/10.5281/zenodo.14215677, hosted on Zenodo. The dataset
consists of 80 high-quality, human-annotated question-answer sets derived from publicly available aerospace documents
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such as NASA reports, NTSB reports, and patents. The dataset is designed to evaluate QA models in both simple and
complex reasoning scenarios.

B. LLM Modes of Operation
We shall consider three basic modes of LLM operation in the experiments described in this paper, each representing

a possible mode in which a design engineer might use an LLM to query a company document library.

1. Zero-shot Prompted LLMs (GPT3.5_turbo_zeroshot, GPT4_turbo_zeroshot)
In this mode the LLM model is given a task description or a question without any example of how to solve it. The

model is expected to generate a response based on its pre-existing knowledge and understanding of language. No
task-specific fine-tuning is performed on the LLM. This is the simplest form of prompting, as it requires no additional
training data, making it cost-effective and time-efficient. The possible downside (which we aim to investigate here)
is that this method can lead to less accurate or less contextually appropriate responses, especially for complex or
domain-specific tasks. The model’s performance can be inconsistent or unpredictable, as it relies heavily on the model’s
pre-existing knowledge and understanding.

Below is a zero-shot prompt template we used to generate the results presented in this paper in the case when a
single context is available:

"Query: Generate your response to the forthcoming question solely based on the provided context, refraining
from external knowledge. Employ serialized data in JSON format, with the field name "answer". This prompt comprises
a single contextual passage and a question. Your answer should be concise and directly derived from the context
provided.

Context: < Answer context text inserted here >
Question: < Question inserted here >"

Here is an equivalent example of the same type of prompting, this time when used for multi-context queries:

"Query: Generate your response to the forthcoming question solely based on the provided context, refraining
from external knowledge. Employ serialized data in JSON format, with the field name "answer". This prompt comprises
two contextual passages and a question. Your answer should be concise and directly derived from the context provided.

Context 1: < Answer context 1 text inserted here >
Context 2: < Answer context 2 text inserted here >
Question: < Question inserted here >"

2. In-context Prompted LLMs (GPT3.5_turbo_in_context, GPT4_turbo_in_context)
In-context prompting, also known as few-shot prompting, involves providing the model with one or more examples

of the task in the prompt itself. These examples serve as context for the model to understand the task and generate a
response based on the provided examples. While generating the prompt is a little more complex in this case (it requires
the collection and curation of relevant training examples), this method is designed to increase the robustness of the
performance of the model. We have included an example of such a prompt in the Appendix.

To facilitate the prompting process of the AeroEngQA dataset using OpenAI’s API, a Python script was developed.
This script seamlessly integrates the OpenAI GPT-3.5 Turbo and GPT-4 Turbo models to generate responses to questions
based on provided contexts. The script begins by initializing the OpenAI client with the appropriate API key and
specifying the model to be utilized. Subsequently, it iterates through a list of JSON files containing contexts and
questions. For each data entry, the script constructs prompts for both zero-shot and in-context scenarios, incorporating
the provided context and question. These prompts are then used to solicit responses from the GPT model via the OpenAI
API. The obtained responses are systematically stored alongside the original data, enabling the automated generation of
responses to questions.

In order to facilitate reproducibility of the analysis, the parameters utilized in the interaction with the OpenAI API
are detailed in what follows. Two distinct GPT models, gpt-3.5-turbo-0125 and gpt-4-turbo, were considered. The
temperature value was set to 1 to control the randomness in the text generation process. Additionally, a maximum token
limit of 256 was imposed to ensure manageable response lengths. For diverse outputs, a cumulative probability value of
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Fig. 1 In-Context Prompting Architecture with OpenAI

1 was employed, meaning that the entire probability distribution is considered and thereby ensuring maximum diversity
in the generated responses.

To ensure coherence within the generated responses, both frequency penalty and presence penalty were deliberately
set to 0. This approach effectively eradicated penalties for token repetition, thereby motivating the models to generate
captivating content. These parameter configurations play a crucial role in preserving the consistency and reproducibility
of the analysis, thereby facilitating precise result replication.

Figure 1 presents an overview of the in-context prompting process with OpenAI, highlighting the integration of
GPT-3.5 Turbo and GPT-4 Turbo models. Central to this process is a Python script that manages the interaction with the
OpenAI API, facilitating communication with the GPT models to generate responses to questions. These questions are
sourced from the AeroEngQA dataset, comprising aerospace engineering contexts and queries. The generated responses
are systematically stored alongside the original dataset, streamlining result replication for analytical purposes.

3. Retrieval Augmented Generation (RAG_zero_shot; RAG_in_context)
Retrieval-Augmented Generation (RAG)[21] bridges the gap between large information repositories and the

generative mechanism of language models. RAG operates by taking an input query and retrieving a set of relevant
documents from a source, such as a database or web pages. These documents are then concatenated with the original
input to provide a rich context for the LLM text generator, which in turn produces the final output. The advantage of
RAG lies in its adaptability; it allows LLMs to access the latest focussed information without the need for retraining,
thus ensuring that the generated outputs remain reliable and up-to-date.

In these experiments, an open source Python framework for building custom apps with large language models, called
Haystack was used[33]. Haystack has components useful for building a RAG system. The system diagram of how the
Haystack elements were constructed is shown in figure 2. A Python script was prepared utilising the Haystack API to
operate a Naïve Retrieval Augmented Generation System. A Haystack pipeline was prepared to process the QA dataset.

The test dataset contexts for all the questions were sent to a Haystack document store. For this we used a document
joiner to concatenate them, then after cleaning, a document splitter to ensure the retrieved content size did not exceed
the context window size. The splitter parameters were set to 250 token slices with a 50 token overlap between the
slices. Split documents were then embedded and written to the store. To simplify matters we used an in-memory store,
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Fig. 2 RAG system using Haystack components
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recreating it for each of the eight experiments, as the sizes of the documents were sufficiently small.
In order to find relevant content in the document store, each question in the test dataset was embedded and

compared with the store content. Sentence-BERT[34] was used as the scoring mechanism, with the transformer model
all-MiniLM-L6-v2 used to obtain a semantic match measure of cosine similarity between the store and question feature
vectors. For each question, a set of ten best matching document slices were retrieved in order of semantic similarity.
This list was then filtered so that the score of every member of the set was at least 60% of the best semantic match. This
resulted in sets that varied in size from 1 to 10 members, depending on the question; only selecting the best matching
store content.

At this point in the pipeline we have a question, and a context of matching content. The next pipeline step was to
create a prompt using the Jinja2 prompt templating language. Haystack has a library of prompt templates for different
purposes, but we used the same prompts as the Zero-shot and In-context experiments for comparison purposes.

The LLM we used was Llama3 70B Instruct[35], operated through the Ollama[36] API acting as a wrapper. The
context window size for Llama3 was set in Ollama to 8192 tokens. Ollama defaults to 4 bit quantization, and this was
retained in order to fit the model into an available GPU. This would have introduced a small amount of LLM performance
degradation. We used Ollama to set the LLM parameters, namely "top_p": 0.99, "top_k": 100, "temperature":0,
"num_ctx": 8192

The first run results were collected in json and Excel files. Answers were manually marked with the other results.
The individually scored responses were converted into percentage correct scores for each sub-experiment. These scores
are shown in Table 2.

A second run through the test dataset was performed, this time stopping the script at incorrectly answered questions.
Checks were made to find if IR had failed to find the pertinent section with the answer, or if IR had retrieved multiple
answers. In such cases, these incidents were marked in the result files.

IV. Results

A. Setup
We performed the experiments described in the paper on an NVIDIA RTX A6000 graphics card (GPU memory

48GB). The inference runtime for RAG LLaMa3 70 was 42 minutes. The LLMs used were GPT3.5_turbo_zeroshot,
GPT4_turbo_zeroshot, LLaMa3_zeroshot, RAG_zeroshot, GPT3.5_turbo_in_context, GPT4_turbo_in_context,
LLaMa3_in_context, RAG_in_context. Hyperparameters for each of these models are described in Section III.

B. Qualitative Evaluation
The answer coding was performed manually by our team of human annotators. All answers generated by our LLMs

were reviewed and scored using a coding schema at several annotation team meetings, with subjective or contentious
answers debated and a consensus opinion formed for how to code them. The coding schema used was based on the
metrics of answer accuracy and answer simplicity.

For answer accuracy enumerated types of incorrect, partially correct and correct were used. Partially correct
included answers where some but not all of the gold answer was provided, and cases where the gold answer was
augmented by additional answer text that made it confusing for the reader. An example of a Partially correct answer is
’Boeing 757 and Airbus A320’ where both options are viable answers but only one of these options is correct and the
LLM has not chosen which one clearly and as such the answer is confusing.

For answer simplicity enumerated types of simple and verbose were used. If the answer was much longer than the
gold answer then it was marked as verbose. It should be noted that the label simple and verbose was decided irrespective
of if the answer was correct or not. An example of a verbose answer is ’Boeing 757. The Boeing 757 is an American
narrow-body airliner designed and built by Boeing Commercial Airplanes. The then-named 7N7, a twinjet successor
for the trĳet 727, received its first orders in August 1978. The prototype completed its maiden flight on February 19,
1982, and it was FAA certified on December 21, 1982’.

In this draft paper we are including a preliminary set of results, in the form of a set of bar charts (Figure 3 - 6)
relating to the experiments conducted on questions based on two contexts, half answerable, the other half unanswerable
questions.
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Fig. 3 Accuracy and conciseness of answers on the single-context, answerable questions from AeroEngQA.

Fig. 4 Accuracy and conciseness of answers on the two-context, answerable questions from AeroEngQA.
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Fig. 5 Accuracy and conciseness of answers on the single-context, unanswerable questions from AeroEngQA.

Fig. 6 Accuracy and conciseness of answers on the two-context, unanswerable questions from AeroEngQA.
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V. Conclusions
The results from the answerable and unanswerable questions experiments in section IV provide some interesting

insights into how well LLMs are able to support authentic engineering-focused QA tasks. In the context of the small
dataset size of AeroEngQA, these conclusions should be taken as indicative results only that, whilst interesting, require
additional larger scale experimentation to fully confirm.

In terms of accuracy of answers generated, prompting LLMs with examples via in-context prompting seems to
improve the overall accuracy by around 5 to 10 percent on average (in particular on the unanswerable questions). As has
been reported by other LLM research outside the engineering domain, LLM size seems to improve performance and we
see GPT4 delivering more accurate answers than the smaller LLMs.

Our results are similar between single and multi-hop reasoning QA pairs, with only a small reduction in accuracy
when trying to generate the more difficult multi-hop answers. This suggests that reasoning difficulty might not be the
bottleneck for LLM performance for engineering QA tasks. When constructing the AeroEngQA dataset our human
experts found that a question’s technical ambiguity played an important part in how difficult that question was to answer,
which suggests this is something that should be explored in more detail in future larger experiments.

Interestingly, the LLaMa3 70B RAG model accuracy was comparable with the non-RAG models, even though
the RAG task is a more difficult one as the answer context must first be discovered. For multi-hop the RAG method
actually out-performed the non-RAG models. This suggests that the RAG approach is well suited to working with local
specialized technical corpora and thus represents a promising direction for engineering-focused LLM research.

With regards answer simplicity, all class of LLM tended to provide verbose answers with a substantial amount
of unnecessary text. This property of LLMs has been reported by other researchers and could be a result of the
reinforcement learning LLMs experience during pre-training as chatbots, which rewards more conversational responses.
We found the RAG models slightly less verbose, but if a concise LLM is required then fine tuning methods such as
instruction tuning or p-tuning will likely be required to change this pre-trained behaviour.

Comparing results for answerable and unanswerable questions, we found the LLMs had difficulty not answering a
question and often tried to hallucinate an answer from the context that was close but not actually correct. There has been
prior LLM research exploring the confirmation bias properties of LLMs and we hypothesise our results are a result of
this tendency. Again, fine-tuning of LLMs will be needed to re-train models to avoid this type of pre-trained behaviour.

Another observation we have made through these experiments is that LLMs were often found generating sensible
answers to our ‘unanswerable’ questions, evidently by leveraging information sources other than the context(s) we
provided (for example, documents they had seen in their training set). This phenomenon merits further attention and
will be examined later alongside the related topic of provenance.

From the point of view engineering design applications, our preliminary experiments have shown promise (while
highlighting a few pitfalls as well) in terms of how a company might extract information from an internal database
of documents (contexts – such as technical reports, memos, meeting transcripts, certification documents, etc.) in a
much more time-efficient manner than ordinary (or even contextual) search might allow. The interface, which could be
accessed by all design engineers, would be a digital assistant capable of complex inference, as well as highly efficient
information retrieval, leveraging open source LLMs, while keeping sensitive documents inside the company. In spite of
extremely rapid advances in this field, challenges remain, for example in terms of extending the inference capabilities to
complex equations and graphs contained in the context.
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VI. Appendix

A. Example of a Prompt for In-Context Prompting with Multiple Contexts
QUERY:
Generate your response to the forthcoming question solely based on the provided

context, refraining from external knowledge. Employ serialized data in JSON format,
with the field name "answer". This prompt comprises two contextual passages and
a question. Your answer should be concise and directly derived from the context
provided.

Answerable example:
Context 1: In 1996, the NTSB investigated the crash of TWA Flight 800, revealing

critical flaws in fuel tank system design.
Context 2: Following the NTSB’s investigation, regulatory changes were implemented

to enhance fuel tank system safety in commercial aircraft.
Question: How did the NTSB’s investigation into the crash of TWA Flight 800

influence the aviation industry’s safety standards?
Answer: The investigation prompted regulatory changes to improve fuel tank system

safety, shaping industry standards.
Non-Answerable example:
Context 1: In 2019, the NTSB conducted an investigation into an accident involving

a Boeing B-17G Flying Fortress operated by the Collings Foundation. The incident
raised concerns about safety protocols in for-hire Part 91 operations, particularly
those involving paying passengers.

Context 2: The NTSB’s findings emphasized the need for improved safety training,
maintenance procedures, and operational oversight within for-hire Part 91 operations.

Question: What specific safety protocols did the NTSB identify as needing improvement
in for-hire Part 91 operations following the Boeing B-17G Flying Fortress accident
in 2019?

Answer: Unanswerable.
Context 1: In order to estimate the stability and performance of the aircraft,

two computational tools were used. XFLR5 (Ref. 14), a vortex lattice method analysis
tool that is inherently coupled with XFOIL (Ref. 15), provided estimates of the
lift, static stability, induced drag, and profile drag with a lifting-surface-only
geometry, as shown in Figure 9. To estimate the parasitic drag of the aircraft,
a component drag buildup method was implemented in a spreadsheet. The drag of each
component (e.g., fuselage, main wing, etc.) was first estimated based on the skin
friction drag of a flat plate with the same characteristic length as the component.
Then this flat plate drag estimate was modifed to approximate the drag of the entire
three-dimensional component with a form factor (Ref. 16) based on the component
type (e.g., wing, body) and the wetted area of the component, which was estimated
with OpenVSP. Finally, interference drag and excrescence drag were accounted for
by multiplying the resulting drag of components by correction factors, which were
based on general guidelines (Ref. 17) and previous analyses.

Context 2: The forward flight performance of the aircraft was estimated with
the calculated lift and drag values for the aircraft resulting from the XFLR5 and
parasite drag analyses. This analysis excludes the impacts of the thrust and slipstreams
from the wingtip propellers. Because the center of the wingtip propellers are above
the CG, there will be a nosedown pitching moment generated in forward flight, which
must be offset for the aircraft to trim. This can be accomplished by adjusting
control surfaces, which will increase the drag compared to the predicted value.
However, the wingtip propellers should reduce the induced drag. For these initial
performance calculations, these competing effects were assumed to negate one another,
even though this will not likely be the case in practice. By analyzing different
angles of attack, conditions where the lift was equal to the weight were found,
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and the approximate lift to drag ratio, L/D, was determined over a range of airspeeds.
The forward flight L/D values predicted for a range of airspeeds are shown in Figure
10, and the peak cruise L/D was observed at approximately 90 ft/s (53 knots).

Question: Does the vortex lattice method account for the impact of the slipstream
from the wingtip propellers?

17


	Introduction
	Related Work
	Question Answer Datasets
	LLM-based Question Answer Models
	LLMs in the Aerospace Domain

	Method
	AeroEngQA – an Aircraft Engineering Specific, Human-Annotated Question and Answer Benchmarking Set
	LLM Modes of Operation
	Zero-shot Prompted LLMs (GPT3.5_turbo_zeroshot, GPT4_turbo_zeroshot)
	In-context Prompted LLMs (GPT3.5_turbo_in_context, GPT4_turbo_in_context)
	Retrieval Augmented Generation (RAG_zero_shot; RAG_in_context)


	Results
	Setup
	Qualitative Evaluation

	Conclusions
	Appendix
	Example of a Prompt for In-Context Prompting with Multiple Contexts


